**AI LAB 3:**

**HOMETASK:**

**PACKAGE1---MODULE1**

def functionAdd(x, y):  
 return x + y  
def subtract(x, y):  
 return x - y

**PACKAGE2---MODULE2**

def multiply(x, y):  
 return x \* y

**MAIN.PY:**

from Package1 import Module1;  
from Package1.Module1 import functionAdd, subtract  
from Package2 import Module2;  
from Package2.Module2 import multiply  
  
num1 = float(input("Enter first number: "))  
num2 = float(input("Enter second number: "))  
print("\n")  
print("Choose an operation:")  
print("1. Addition (+)")  
print("2. Subtraction (-)")  
print("3. Multiplication (\*)")  
choice = input("Enter choice (1/2/3): ")  
  
if choice == '1':  
 print(num1, "+", num2, "=", functionAdd(num1, num2))  
elif choice == '2':  
 print(num1, "-", num2, "=", subtract(num1, num2))  
elif choice == '3':  
 print(num1, "\*", num2, "=", multiply(num1, num2))  
else:  
 print("Invalid input")  
  
Module1.functionAdd()  
Module1.subtract()  
Module2.multiply()

**OUTPUT:**
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**LAB TASK:**

class Person:  
 def \_\_init\_\_(self, name, age):  
 self.name = name  
 self.age = age  
  
 def display(self):  
 print(f"Name: {self.name}, Age: {self.age}")  
  
  
class Student(Person):  
 def \_\_init\_\_(self, name, age, student\_id):  
 super().\_\_init\_\_(name, age)  
 self.student\_id = student\_id  
  
 def display(self):  
 super().display()  
 print(f"Student ID: {self.student\_id}")  
  
person = Person("Alice", 25)  
student = Student("Bob", 20, 12345)  
person.display()  
student.display()

**OUTPUT:**

**C:\Users\hp\AppData\Local\Programs\Python\Python39\python.exe C:\Users\hp\PycharmProjects\pythonProject1\inheritance\file2.py**

**Name: Alice, Age: 25**

**Name: Bob, Age: 20**

**Student ID: 12345**

**LAB TASK 2:**

**SIMPLE GRAPHS:**

class graph:  
 def \_\_init\_\_(self,gdict=None):  
 if gdict is None:  
 gdict = []  
 self.gdict = gdict  
  
 def getVertices(self):  
 return list(self.gdict.keys())  
  
 def edges(self):  
 return self.findedges()  
  
 def AddEdge(self, edge):  
 edge = set(edge)  
 (vrtx1, vrtx2) = tuple(edge)  
 if vrtx1 in self.gdict:  
 self.gdict[vrtx1].append(vrtx2)  
 else:  
 self.gdict[vrtx1] = [vrtx2]  
 def findedges(self):  
 edgename = []  
 for vrtx in self.gdict:  
 for nxtvrtx in self.gdict[vrtx]:  
 if {nxtvrtx, vrtx} not in edgename:  
 edgename.append({vrtx, nxtvrtx})  
 return edgename  
  
graph\_elements = {  
 "a" : ["b","c"],  
 "b" : ["a", "d"],  
 "c" : ["a", "d"],  
 "d" : ["e"],  
 "e" : ["d"]  
}  
g = graph(graph\_elements)  
print(g.getVertices())  
g.AddEdge({'a','e'})  
g.AddEdge({'a','c'})  
print(g.edges())

**OUTPUT:**

**![](data:image/png;base64,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)**

**SIMPLE BFS:**

from collections import deque  
  
  
def bfs(graph, start):  
 visited = set() # keep track of visited nodes  
 queue = deque([start]) # initialize the queue with the start node  
 visited.add(start) # mark start node as visited  
  
 while queue: # while there are nodes in the queue  
 node = queue.popleft() # remove the first node from the queue  
 print(node) # print the node (or process it in some other way)  
 for neighbor in graph[node]: # iterate over the neighbors of the node  
 if neighbor not in visited: # if neighbor has not been visited  
 visited.add(neighbor) # mark it as visited  
 queue.append(neighbor) # add it to the queue  
  
  
# Example usage  
graph = {  
 'A': ['B', 'C'],  
 'B': ['D', 'E'],  
 'C': ['F'],  
 'D': [],  
 'E': ['F'],  
 'F': []  
}  
  
bfs(graph, 'A')

**OUTPUT:**

**![](data:image/png;base64,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)**

**TRAVERSAL BFS:**

from collections import deque  
  
# define graph as a dictionary  
graph = {'A': ['B', 'C'],  
 'B': ['D', 'E'],  
 'C': ['F'],  
 'D': [],  
 'E': ['F'],  
 'F': []}  
  
def bfs(graph, start):  
 visited = [] # list to keep track of visited nodes  
 queue = deque([start]) # queue for BFS  
  
 while queue:  
 node = queue.popleft()  
 if node not in visited:  
 visited.append(node)  
 neighbors = graph[node]  
 for neighbor in neighbors:  
 queue.append(neighbor)  
 return visited  
  
# example usage  
print(bfs(graph, 'A'))

**OUTPUT:**
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**DFS:**

def dfs(graph, start, visited=None):  
 if visited is None:  
 visited = set() # keep track of visited nodes  
 visited.add(start) # mark the start node as visited  
 print(start) # print the node (or process it in some other way)  
 for neighbor in graph[start]: # iterate over the neighbors of the node  
 if neighbor not in visited: # if neighbor has not been visited  
 dfs(graph, neighbor, visited) # recursively call dfs on the neighbor  
  
  
# Example usage  
graph = {  
 'A': ['B', 'C'],  
 'B': ['D', 'E'],  
 'C': ['F'],  
 'D': [],  
 'E': ['F'],  
 'F': []  
}  
  
dfs(graph, 'A')

**OUTPUT:**

**![](data:image/png;base64,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)**

**DFS TRAVERSAL**

def dfs\_traversal(graph, start):  
 visited = set() # keep track of visited nodes  
 stack = [start] # initialize the stack with the start node  
  
 while stack: # while there are nodes in the stack  
 node = stack.pop() # remove the last node from the stack  
 if node not in visited:  
 visited.add(node) # mark the node as visited  
 print(node) # print the node (or process it in some other way)  
 neighbors = graph[node] # get the neighbors of the node  
 stack.extend(reversed(neighbors)) # add the neighbors to the stack in reverse order  
  
  
# Example usage  
graph = {  
 'A': ['B', 'C'],  
 'B': ['D', 'E'],  
 'C': ['F'],  
 'D': [],  
 'E': ['F'],  
 'F': []  
}  
  
dfs\_traversal(graph, 'A')

**OUTPUT:**

**![](data:image/png;base64,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)**